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Introduction 

Automated code analysis is not something new in modern software 

engineering. By nature, software programs are a list of instructions to a processor 

(hardware or software). These instructions are stored in a format and can be read, 

analyzed, and modified if needed. Due to the broad theoretical background of the 

term “reflection” [17] in computer science we will try and stay with a simpler 

definition that will serve the purposes of the paper: 

Type reflection in object-oriented languages is the ability of a program to 

analyze its components and use the meta-data from the analysis to manipulate 

instances. 

As mentioned above reflection is not new to programming languages. It is 

applicable both in low- and high-level programming language and has been 

around since the 1980s. 

Type reflection on the other hand applies only to object-oriented languages 

and has recently gained popularity through modern programming languages – 

PHP, Perl, Python, C#, Java, Ruby etc. 
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The basics of type reflection 

Though different programming languages implement type reflection at 

different extent, there is a basic set of features that each implementation provides. 

Those are indexation of members of a type, indexation of member of an instance 

of unknown type, instantiating objects of a dynamically determined type, 

accessing and modifying property values of objects of unknown type by property 

name, invocation of methods of an instance of unknown type by method name, 

extracting a list of classes declared within a given scope. 

This set of features gives a certain flexibility to the programming language. 

Type reflection can be used to evade the strictness of the object-oriented 

paradigm. This opens the possibility for both introducing bad coding practices 

that make the code unsupportable and implementing complex design patterns [10] 

that increase system flexibility [12]. 

To get a better understanding of type reflection we will consider two 

popular programming languages – PHP [13] and C# [8]. 

Table 1. Type reflection capabilities in PHP and C# 

 PHP C# 

Class descriptor ✓ ✓ 

Method descriptor ✓ ✓ 

Create instance from descriptor ✓ ✓ 

Obtain a list of descriptors for declared classes ✓ ✓ 

Ability to call a method using a descriptor or equivalent feature ✓ ✓ 

Ability to extract a value using a descriptor or equivalent feature ✓ ✓ 

From Table 1 it is evident that both languages, regardless if they are static 

typed or not, have capabilities to reflect types and manipulate instances either 

through type descriptors or equivalent language feature. 

Type reflection and code analysis 

Code analysis is a powerful multi-purpose technique that is vastly used in 

modern programming [1-4], [6], [7], [11-16], [18]. Contemporary code analysis 

is usually associated with tools like FxCop and StyleCop that analyze the code 

and suggest better approaches, coding styles and enforce programming and 

naming conventions based on a set of rules that synthesize best practices. Other 

tools that benefit from code analysis are refactoring and development assisting 

tools like ReSharper. There are tools like SolidOpt that introduce code 

optimizations based on analysis. 



N. Valchanov 

133 

When considering code analysis outside of the static code analysis scope 

[1-4], [6], [7], we can identify some applications in feature development. The 

introduction of code analysis tools in information systems can simplify support, 

improve flexibility, scalability, and code reuse [1-4], [6], [7], [11-16], [18]. 

Modern information systems are usually built on object-oriented enterprise 

frameworks. These frameworks introduce structure and conventions that simplify 

the analysis of the system structures. If we consider the benefits from code 

analysis, we can see that they are not limited to source code analysis and code 

quality metrics extraction [3-6], [14]. If the focus is to be shifted towards the 

system itself, the analysis can gather meta-data about the inner structure and 

processes thus contributing not to the performance and maintainability of the code 

itself but to the flexibility of the system as a whole [12]. 

Let us review the structure of a modern application. Programming 

languages usually use an object-oriented library of tools for rapid application 

development that facilitate and speed up the development process. The 

programming language and the set of libraries are the building blocks of software 

applications. To take an application to enterprise level one applies proper software 

architecture that usually involves adequate design patterns [10] selected for the 

scope of the system. General purpose code analysis comes in at this level of 

application development. It provides suggestions for source code optimizations. 

It identifies common design flaws in the application architecture and misuse of 

design patterns and suggests better coding practices. This type of analysis focuses 

on the code itself, specifically on structure and code quality. 

Code analysis can be taken a step further by analyzing the application block 

as a whole (either compiled assembly or loaded module) instead of the code reuse 

[1-4], [6], [7], [11], [12]. The code analysis tool does not have any knowledge of 

the structure or the purpose of the application. The tools that provide such services 

are generic and are applicable to all systems written in their target language. 

To scale the analysis, the analyzer process needs knowledge of the system 

structure. These special purpose code analyzers are designed for specific tasks and 

extract meta-data from a specific targeted domain of the application. They rely on 

the structure and conventions of the enterprise framework that the application is 

built on and use the obtained meta-data information to provide framework specific 

metric data, identify deviations from conventions, generate documentation, 

simplify system support or act as a data feed for system features. 

Type reflection is a great tool for implementation of such analyzers. Types 

are the building blocks of object-oriented software. They have a hierarchical 

structure, can be marked by attributes and are indexable using type reflection. 

Such code analyzers can use the types they index, instantiate objects and use them 

based on common interface contracts. This way the analyzer is no longer a static 

code analysis tool, but a proactive instrument with behavior on its own [1]. 



Applications of Code Analysis in Information Systems Using Type Reflection 

134 

Application of code analysis with type reflection 

To illustrate better the concept of application-wide code analysis with type 

reflection we will focus on two implementations. 

Analyzer as data feed 

Let us first focus on a tool that limits user access per controller and action 

in an ASP.NET MVC application [9]. 

As suggested above the analyzer needs to have knowledge of the system or 

the framework. In our case, we are using the ASP.NET MVC framework. The 

assembly of the MVC application has controller classes that inherit from the 

Controller class of the MVC framework. All public methods of a controller that 

return ActionResult are treated as actions. 

To implement that we first build a tool that analyses the classes in the 

ASP.NET MVC application. For each class that inherits from Controller we place 

a record in our database and analyze its public methods that return an 

ActionResult. For each action, we add an additional record in our database. This 

way when we create new controllers, and our application grows the analyzer tool 

will re-index the code and fill in the new controllers/actions. 

The right management part can be visualized using endpoints that list all 

users and enable each user to be associated with a controller or action. This way 

access rights to controllers and actions can be given dynamically per user. 

It is obvious that the code analyzer here acts as a data feed that always gets 

the structure of the system. It extracts all resources of the web application that are 

reachable through the web server and provides them to the system itself for further 

use. 

Pro-active analyzers 

For illustrating pro-active analyzers we will discuss a tool that provides 

remote access to functional objects. 

The problem that this tool targets is the lack of a lightweight mechanism 

that can provide distributed access to the classes from a given class library. This 

is needed in the cases where we do not want to use off the shelf application bus 

for exposing distributed objects but at the same time, we need to implement this 

distributed model. 

The approach here is to build pro-active analyzers that index libraries of 

classes. The functionality of these analyzers is limited to obtaining a request 

through a socket, locating the requested type, instantiating it, locating the 

requested method, invoking it with the supplied arguments and returning the result 

over the socket. 



N. Valchanov 

135 

When designing frameworks that use such architecture the logical approach 

is to build a tool that allows the distributed execution of the different layers of the 

application. To be native to the system these tools need to have knowledge of the 

architecture and structure of the application. Using this knowledge, the code 

analyzer indexes the types within the class library that implements the specific 

system layer, instantiates the requested tool, executes the requested functionality 

and returns appropriate response. 

The direct benefits from pro-active code analyzers here are evident. They 

can implement complex functionality that is powered by the meta-data gathered 

by the analysis process. This technique opens vast horizons to implement 

pluggable models in modern software applications. 

Conclusion 

Code analysis is a widely used concept in the modern software development 

process. This technique can be applied in many ways [6], [12], [16]. Depending 

on the scale it can work on both code and application level. 

Compared to static code analyzers, application-level analyzers focus on the 

system as a whole. This additional abstraction layer allows the analyzer to work 

with the system architecture. As a result, the information that is extracted and 

managed can be used for introduction of system optimizations or for 

implementation of functional tools that either support or are integrated into the 

application. 
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